A VR-based Calligraphy Writing System with Force Reflection
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Abstract: Painting software for art production currently uses the mouse, keyboard and graphic tablet as the primary input devices. However, for Chinese-style calligraphy, these devices have difficulty replicating the effect of the traditional calligraphy brush. In this paper, we aim to develop a calligraphy writing system in a virtual environment, using a force-reflection joystick as the input device. A virtual brush model, including the emulation of both geometric- and physical-based deformations, is proposed to enhance the veracity of the visual effect. In experiments, the performance of the proposed system is compared with results using a calligraphy brush and a graphic tablet.
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Introduction

The rapid development in computer hardware and painting software has led some artists to use computers as a medium for creating art work. Most graphic systems currently rely on the mouse, keyboard, and graphic tablet as the primary input devices [1-5]. However the mechanics and sensation of using these devices is very different from that of traditional brushes and artists usually need to devote considerable time and effort to becoming proficient in their use.

In this paper, we propose a calligraphy writing system based on virtual reality techniques [1-6], and adopt a force-reflection joystick as the input device [6]. Our focus is on the brush model, a crucial aspect for achieving a realistic effect. To achieve real-time processing, we also optimize the computational efficiency of this brush model. A force-reflection joystick can simulate the haptic sensation similar to that of manipulating a real calligraphy brush. As a demonstration, we apply the proposed system for calligraphy writing and compare its performance to those of a calligraphy brush and a graphic tablet.

Proposed VR-based Calligraphy Writing System

Figure 1 shows the system organization of the proposed VR-based calligraphy writing system. The user manipulates the joystick as if she/he were writing with a calligraphy brush, and the position and orientation of this joystick are sent to the brush model for computing the dynamics (including shape) of the virtual brush when interacting with the virtual paper. Based on the brush dynamics, the force computing system synthesizes the haptic effect in writing and sends it to the user via the force-reflection joystick. Meanwhile, the visual system uses the brushes’ geometrical information to provide the user with visual feedback.

1. Brush Modeling

A brush model that can closely emulate the dynamics of a brush is a key element of the proposed system. The hair type, wetness, and painting mechanism of a traditional calligraphy brush may all affect the
The techniques used to model deformable objects can be classified into three major categories: geometric-based, physical-based, and hybrid. The geometric-based techniques focus on the appearance of the deformable objects, but not on their physical properties. The physical-based techniques use a physical model to emulate the object’s behavior. The hybrid technique combines the geometric and physical techniques. Given the completeness of the hybrid method, we adopt it here for our proposed brush model.

1.1 Deformation Technique

The techniques used to model deformable objects can be classified into three major categories: geometric-based, physical-based, and hybrid. The geometric-based techniques focus on the appearance of the deformable objects, but not on their physical properties. The physical-based techniques use a physical model to emulate the object’s behavior. The hybrid technique combines the geometric and physical techniques. Given the completeness of the hybrid method, we adopt it here for our proposed brush model.

1.2 Mass-Spring-Damper Model

The mass-spring-damper model uses a number of mass points connected by springs and dampers for elastic-object modeling, and is a popular method for describing physical-based deformations [1]. The behavior of the mass, spring, and damper are described by Newton’s equations of motion.

1.3 Implicit Integration

When dealing with Newton’s equations of motion in a computer system, a stable integration method is important, and the implicit integration method is suitable for this mass-spring-damper model. The implicit integrations for the \( i \)-th mass-point are formulated as

\[
\begin{align*}
\vec{v}_{i}^{t+h} &= \vec{v}_{i}^{t} + h \frac{\vec{F}_{i}}{m_{i}} \\
\vec{x}_{i}^{t+h} &= \vec{x}_{i}^{t} + \vec{v}_{i}^{t+h} \frac{h}{2}
\end{align*}
\]

where \( \vec{v}_{i}^{t} = [v_{ix}^{t}, v_{iy}^{t}, v_{iz}^{t}]^{T} \), \( \vec{v}_{i}^{t} = [v_{ix}^{t}, v_{iy}^{t}, v_{iz}^{t}]^{T} \), \( \vec{F}_{i} = [F_{ix}^{t}, F_{iy}^{t}, F_{iz}^{t}]^{T} \), \( m_{i} \) is the mass of the \( i \)-th mass-point, and \( h \) is the integration period. The motion equation for the mass-spring-damper model of the \( n \) mass points is described by the linear equation [7]:

\[
(M - h^{2}J)\Delta \vec{q}^{t+h} = h(\vec{F}^{t} + h\dot{\vec{v}}^{t})
\]

where \( \Delta \vec{q}^{t+h} = \vec{q}^{t+h} - \vec{q}^{t} \), \( M \) is a matrix of the mass in
the mass-spring-damper model, and \( \mathbf{J} = \partial \mathbf{F}/\partial \mathbf{x} \). Equation (3) can be solved via the integration process below [8]. As the difference of the speed for each mass-point is given via the independent equation, its time complexity is \( O(n) \). This process is formulated as

\[
\Delta \mathbf{q}^{t+\Delta t} = \mathbf{W}^{-1} \mathbf{F}^{t+\Delta t} \quad (4)
\]

\[
\Delta \mathbf{q}^{t+\Delta t} = \Delta \mathbf{q}^{t+\Delta t'} + h^2 \mathbf{W}^{-1} \mathbf{J} \Delta \mathbf{q}^{t+\Delta t'} \quad (5)
\]

where \( \mathbf{W} = \mathbf{M} - h^2 \mathbf{J} \). During the process, we first need to calculate the first iterative \( \Delta \mathbf{q}^{0} \), and determine the number of iterations \( k \). Speed change for each mass-point \( \Delta \mathbf{q}^{t+\Delta t} \) is then obtained iteratively. Finally, we can obtain the position of each mass-point via Equation (2) by executing Equation (5) for \( k \)-times.

2. Visual System

The developed visual system deals with both the virtual environment and the ink deposition. The virtual environment provides a virtual caligraphy brush and virtual paper. The shape of the brush is determined by the brush model, so that the user can visualize the spreading and bending of the brush. The virtual environment is built using a 3D graphic engine, and the 2D feedback image can be obtained through the perspective projection. Meanwhile, a simple approach combining texture mapping and orthogonal projection is used to ensure that the ink is only deposited on the area that has contact with the brush surface.

3. Force Computing System

Force feedback is very important in a virtual calligraphy writing system in that it allows the user to feel the pressing depth and the moving speed of the brush, and to sense the brushes’ wetness via its stiffness. To maintain continuous force feedback, force computing should be as simple and fast as possible. In this system, force feedback serves two purposes: (1) it constrains the user’s workspace and (2) it provides haptic sensations during the manipulation of the brush, such as the gravity of the brush, the normal force when the brush is pressed, and the frictional force when the brush is moved on the paper.

Proposed Brush Model

The brush skeleton and geometrical-based deformation for the brush surface are described using physical-based deformation.

1. Brush Skeleton

Figure 2 shows the geometric structure of the brush model. The model is divided into \( N \) layers, with the red line indicating the mass-spring-damper model, the orange line the virtual spine, and the black lateral nodes the brush surface.

1.1 One-Dimensional Mass-Spring-Damper Model

We adopted a 1-dimensional mass-spring-damper model to emulate the brush skeleton, which is divided into \( N \) layers, as shown in Figure 3. Compared with a 3-dimensional structure, the advantage of a 1-dimensional structure lies in its computational efficiency. Fewer mass-points and damper-spring links require a much shorter integration period, thus reducing the integral error and speeding up collision detection.

1.2 Virtual Spine

Following contact with an object, the steady state of this 1-dimensional mass-spring-damper model cannot be restored to the original state, as shown in Figure 4. In Figure 4(a), there is no contact and the brush skeleton is initially straight. In Figure 4(b), the brush skeleton contacts with an object and starts to deform. In Figure
4(c), the brush skeleton disengages from the object and shifts to a new steady state. Finally, in Figure 4(d), the new steady state is achieved, different from the original one, with the spring length equal to that of the initial state.

To deal with this phenomenon, we introduce a virtual spine to allow the brush skeleton return to its original state. The virtual spine is composed of N nodes (denoted by VS_0,1,…,N−1), which correspond to the mass-points (S_0,1,…,N−1) of the mass-spring-damper model. Each pair of VS_i and S_i is connected by a spring-damper. The initial positions of the spine nodes are the same as those of the mass-points, and the distance between two neighboring nodes is constant. Figure 5 shows the behavior of the virtual spine, in which the red line indicates the mass-spring-damper model, the orange line the virtual spine, and the green lines the spring-damper connections between VS_i and S_i. In Figure 5(a), there is no contact and the brush skeleton is straight. In Figure 5(b), it makes contact with an object and starts to deform. In Figure 5(c), it disengages from the object and begins to shift to a new steady state. Finally, in Figure 5(d), it reverts to the original state with the help of the virtual spine.

![Figure 5](image)

Figure 5. The 1-dimensional mass-spring-damper model with the virtual spine in contact with an object.

The deformation of the virtual spine VSgoal, as shown in Figure 6, is set as

\[ V_{goal} = \frac{(S_{N-1}^t - S_{N-1}^t)}{\|S_{N-1}^t - S_{N-2}^t\|} \quad (6) \]

1.3 Brush Plasticity

With the virtual spine derived above, the steady state of the brush skeleton will not be permanently maintained following the deformation. However, the shape of a real hair brush may acquire a persistent deformation when the user keeps the brush at a consistent angle for a period of time or if the ink dries. To deal with this, the virtual spine is further enhanced by including a deformation algorithm. The basic idea is that the shape of the virtual spine may deform according to the variation of the 1-dimensional mass-spring-damper model.

- **Virtual-Spine Deformation Algorithm:**

1. **Step 1:** The deformation of the virtual spine VSgoal, as shown in Figure 6, is set as

   \[ V_{goal} = \frac{(S_{N-1}^t - S_{N-1}^t)}{\|S_{N-1}^t - S_{N-2}^t\|} \quad (6) \]

   \[ V_{t+1}^{t+h} = V_{t+1}^{t+h} / \|V_{t+1}^{t+h}\| \quad (8) \]

   where \( D \) is a variable to adjust the deformation speed of the virtual spine.

2. **Step 3:** Use interpolation to get \( V_i^{t+h} \) for \( i \in [1, ..., N-3] \) and normalize them:

   \[ V_i^{t+h} = (1 - \frac{i}{N-1}) V_0^{t+h} + \frac{i}{N-1} V_{N-2}^{t+h} \quad (9) \]

   \[ V_i^{t+h} = V_i^{t+h} / \|V_i^{t+h}\| \quad (10) \]

3. **Step 4:** Let the positions of spine nodes be obtained by

   \[ VS_0^{t+h} = S_0^{t+h} \quad (11) \]

   \[ VS_{i\in[1,N-1]}^{t+h} = VS_{i-1}^{t+h} + L V_{i-1}^{t+h} \quad (12) \]

   where \( L \) is the initial length of the spring.

2. Brush Surface

After determining the deformation of the brush skeleton, we move on to locate the positions of the lateral nodes that construct the brush surface. Initially, the cross section of the brush in free space is a circle. But
once the brush is pressed, the cross section becomes an ellipse, as shown in Figure 7. A geometric-based deformation algorithm was developed, in which the lengths and directions of the short- and long- axis of the ellipse are determined according to the wetness of the brush, bending of the skeleton, and contact between the brush and the paper.

Figure 7. Locate the lateral nodes on the brush surface via the ellipse.
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Brush-Surface Deformation Algorithm:

Step 1: Determine the direction of the short axis \( \mathbf{SA}_{i}^{t+h} \) for the three cases shown in Figure 8:

Case 1: If the \( i \)th mass-point \( \mathbf{S}_{i} \) contacts the paper (see Figure 8(a), when \( i \geq N - Q \)), then

\[
\mathbf{SA}_{i}^{t+h} = \mathbf{N}_{\text{paper}}
\]  

(13)

Case 2: If \( Q \) mass-points contact the paper, but the mass-point \( \mathbf{S}_{i} \) does not (see Figure 8(a), when \( i \in [0, \ldots, N - Q - 1] \)), then

\[
\mathbf{SA}_{i}^{t+h} = \left[ 1 - \frac{N-Q-1}{N-Q} \right] \mathbf{SA}_{i}^{t+h}_{N-Q} + \left[ \frac{N-Q-1}{N-Q} \right] \mathbf{SA}_{0}^{t+h}
\]  

(14)

Case 3: If no mass-point contacts the paper (see Figure 8(b)), then

\[
\mathbf{SA}_{N-1}^{t+h} = \mathbf{SA}_{N-1}^{t}
\]  

(15)

\[
\mathbf{SA}_{i}^{t+h}_{[i\in \ldots 2]} = \left[ 1 - \frac{N-i-1}{N-1} \right] \mathbf{SA}_{i}^{t+h} + \left[ \frac{N-i-1}{N-1} \right] \mathbf{SA}_{0}^{t+h}
\]  

(16)

Step 2: Decide the direction of the long axis by

\[
\mathbf{LA}_{i[N-1]}^{t+h} = \mathbf{SA}_{i}^{t+h} \times (\mathbf{S}_{i} - \mathbf{S}_{i-1})
\]  

(17)

Step 3: Normalize the directions of the long and short axes by

\[
\mathbf{LA}_{i[N-1]}^{t+h} = \mathbf{LA}_{i}^{t+h} / \| \mathbf{LA}_{i}^{t+h} \|
\]  

(18)

\[
\mathbf{SA}_{i[N-1]}^{t+h} = \mathbf{SA}_{i}^{t+h} / \| \mathbf{SA}_{i}^{t+h} \|
\]  

(19)

Step 4: Compute the bending degree for each layer \( \text{Tilt}_{i} \), and the total bending \( \text{Tilt}_{\text{all}} \) by

\[
\mathbf{V}_{i[N-1]} = \mathbf{S}_{i} - \mathbf{S}_{i-1}
\]  

(20)

\[
\text{Tilt}_{i} = 1 - \mathbf{V}_{i} \cdot \mathbf{V}_{i}
\]  

(21)

\[
\text{Tilt}_{\text{all}} = (\sum_{i=1}^{N-2} \text{Tilt}_{i}) / (N - 2)
\]  

(22)

Step 5: Calculate the expected length for the long axis \( \text{L}_{\text{goal},i} \) for the two cases:

Case 1: If the mass-spring-damper model contacts the paper, then

\[
\mathbf{L}_{i}^{t+h} = \mathbf{L}_{i} + \left( \mathbf{L}_{\text{max},i} - \mathbf{L}_{i} \right) \\
\cdot \left( 1 - \mathbf{W}_{i} \left( \frac{1}{N-1} \right) \right) \cdot \left( \mathbf{TF} \cdot \text{Tilt}_{i} + \left( 1 - \text{Tilt}_{i} \right) \text{Tilt}_{\text{all}} \right)
\]  

where \( \mathbf{L}_{\text{max},i} \) is the maximum length for the \( i \)th long axis, \( \mathbf{W}_{i} \) is the wetness, and \( \mathbf{TF} \) is an adjustable weighting factor for the bending degree.

Case 2: If no mass-point contacts the paper, then

\[
\mathbf{L}_{i}^{t+h} = \mathbf{L}_{\text{initial},i}
\]  

(24)

Step 6: Calculate the lengths of the long and short axes by

\[
\mathbf{R}_{i}^{t+h} = \mathbf{SD} \cdot \mathbf{L}_{i}^{t+h} + (1 - \mathbf{SD}) \mathbf{R}_{i}
\]  

(25)

\[
\mathbf{R}_{i}^{t+h} = \mathbf{R}_{\text{initial},i} / \mathbf{R}_{i}^{t+h}
\]  

(26)

where \( \mathbf{SD} \) is an adjustable factor for the surface deformation.

Step 7: Locate the lateral nodes \( \mathbf{G}_{i}^{t+h} \) on the brush surface by an elliptic equation (illustrated in Figure 7):

\[
\mathbf{G}_{i}^{t+h} = \mathbf{S}_{i} + \mathbf{LA}_{i}^{t+h} \mathbf{R}_{i}^{t+h} \cos \left( \frac{2\pi i}{K} \right) + \mathbf{SA}_{i}^{t+h} \mathbf{RS}_{i}^{t+h} \sin \left( \frac{2\pi i}{K} \right)
\]  

(27)
System Implementation

The system consists of a personal computer, used to construct the virtual environment and compute the visual and haptic feedback information, and a 6-DOF Sensable Phantom Omni force-reflection joystick [9], used to manipulate virtual objects. The virtual environment, developed using Microsoft C++ 6.0 in Microsoft Windows XP, includes the brush model, the visual system, and the force computing system.

In computing the brush model, the system needs to detect object collisions, and calculate force applied on the mass point, implicit integration, and the deformations of both virtual spine and brush surface. System frequency is at 25 kHz, which is fast enough for implicit integration in dealing with the dynamics of the brush skeleton in real-time. The environment generates a virtual calligraphy brush and paper with a frame rate of about 60 Hz. Ink is only allowed to deposit where contact with the brush surface occurs.

Two kinds of force feedback are used in the system. The first constrains the user’s workspace. For instance, to prevent the virtual brush from penetrating the paper, the virtual brush is required to always be above the paper [10]. The second provides the haptic sensations during brush manipulation. Gravity, normal force, and frictional force effects are considered. A constant force normal to the paper is used for the gravity effect. A normal force is also used when the brush contacts with the paper. This normal force $F_n$, illustrated in Figure 9, is formulated as

$$F_n = w_n \frac{D_p}{L_p} N_{paper}$$

(28)

where $w_n$ is a weighting factor for the normal force, $D_p$ is the depth of the virtual spine’s penetration into the paper, and $L_p$ is the projection length of the virtual spine onto the normal vector of the paper.

For the friction effect between the brush and paper, we combine two kinds of forces: (1) the viscosity force for the effect of ink viscosity and (2) the inertia force for the effect of liquid tension. The viscosity force is formulated as

$$F_{visc} = -w_f \frac{n}{N} V_p$$

(29)

where $n$ is the number of mass-points in contact with the paper, $N$ is the number of mass-points, $V_p$ is the projection of the brush speed on the paper surface, and $w_f$ is a weighting factor. As for the inertia force, we assume that the brush pulls a virtual mass point via a virtual spring and virtual damper, with the mass of this point set to be proportional to the contact area as

$$m = m_i + n \cdot m_{mp}$$

(30)

where $m_i$ is the initial mass, $m_{mp}$ is the mass in the mass-spring-damper of the brush model, and $n$ is the same as in Equation (29). The inertia force $F_i$ is then derived as

$$F_i = -k_s (x_j - x_m) + k_d v_m$$

(31)

where $k_s$ is the stiffness of the virtual spring, $k_d$ is the damping of the virtual damper, $x_j$ is the joystick position, and $x_m$ and $v_m$ are respectively the position and velocity of this mass point, which can be derived by the following explicit integration:

$$v_m^{t+h} = v_m^t - h(F_i^t/m)$$

(32)

$$x_m^{t+h} = x_m^t + v_m^{t+h} h$$

(33)

Experiments

Experiments were conducted to demonstrate the proposed system, and its performance was compared with those of a calligraphy brush and a graphic tablet, as shown in Figure 10. Test subjects first answered a questionnaire to collect basic information. They then spent about 10 minutes learning the eight principle strokes (i.e., ‘Dot,’ ‘Horizontal,’ ‘Erect,’ ‘Hook,’ ‘Raise,’ ‘Bend,’ ‘Slant,’ and ‘Pressing forcefully’) of the character ‘永’ (Yong) [11]. They then wrote ‘Yong’ using a calligraphy brush, a graphic tablet, and the proposed system in a random sequence. For comparison, we asked the user to mimic an example of ‘Yong’ written by Wang Hsi-Chih, a famous Chinese calligrapher.
the brush shape used with the graphic tablet, because the graphic tablet does not provide different brush shapes. In terms of both haptic sensation and manipulation, the proposed system was found to better resemble the experience of using the calligraphy brush than did the graphic tablet. As for ink deposition, the performances of the proposed system and graphic tablet were similar. Figure 13 indicates that the proposed system outperformed the graphic tablet in terms of haptic sensation, ink deposition, and manipulation. Meanwhile, some subjects reported that the manipulation of the proposed system was not intuitive enough for them, because they were not accustomed to using the 3D VR system.

<table>
<thead>
<tr>
<th>Subject</th>
<th>Calligraphy brush</th>
<th>Graphic tablet</th>
<th>Proposed system</th>
</tr>
</thead>
<tbody>
<tr>
<td>Subject 1</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 2</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 3</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 4</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 5</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 6</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 7</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 8</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 9</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
<tr>
<td>Subject 10</td>
<td>永</td>
<td>永</td>
<td>永</td>
</tr>
</tbody>
</table>

Figure 11. “永” (Yong) written by ten subjects using a calligraphy brush, a graphic tablet, and the proposed system.
reported difficulty controlling the pressing force on the 2D tablet, leading to unsatisfactory execution of the starting and end parts of these three strokes. In addition, the frictional force on the graphic tablet is insufficient to maintain a constant stroke. As for the proposed system, some subjects reported difficulty in properly executing the timing of the contact for these strokes, given the disparity between the 3D input (i.e., the joystick) and the 2D visual feedback. To provide an aesthetic analysis, we invited 10 calligraphy experts to subjectively grade the writing in Figure 11, without knowing which system was used to generate the writing. The final scores were computed as the mean values of their respective scores. Figure 15 indicates that the results produced by traditional calligraphy brush were ranked most highly, followed by the proposed system, with the graphic tablet results placing third.

**For further analysis, Figure 14 shows the difficulty indices with which the subjects graded the degree of difficulty when writing the eight strokes with the graphic tablet and proposed system. The subjects were asked to select three strokes they found most difficult to write. Most considered ‘Dot,’ ‘Hook,’ and, ‘Pressing forcefully’ more difficult to execute with both systems. Some**
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